
第七章 数据库设计  
7.1 数据库设计概述  

数据库设计是指对于⼀个给定的应⽤环境，构造（设计）优化的数据库逻辑模式和物理结构，并据此建⽴数据
库及其应⽤系统，使之能够有效地存储和管理数据，满⾜各种⽤户的应⽤需求，包括信息管理要求和数据操作
要求

信息管理要求：在数据库中应该存储和管理哪些数据对象
数据操作要求：对数据对象需要进⾏哪些操作，如查询、增、删、改、统计等操作

数据库设计的⽬标是为⽤户和各种应⽤系统提供⼀个信息基础设施和⾼效率的运⾏环境

数据库数据的存取效率⾼
数据库存储空间的利⽤率⾼
数据库系统运⾏管理的效率⾼

7.1.1 数据库设计的特点  

1. 数据库建设的基本规律  

“三分技术，七分管理，⼗⼆分基础数据”

管理

数据库建设项⽬管理 
企业（即应⽤部⻔）的业务管理

基础数据

数据的收集、整理、组织和不断更新

2. 结构（数据）设计和⾏为（处理）设计相结合  

将数据库结构设计和数据处理设计密切结合

结构和⾏为分离的设计

传统的软件⼯程：重⾏为设计，忽视对应⽤中数据语义的分析和抽象，只要有可能就尽量推迟数据结构
设计的决策
早期的数据库设计：重结构设计，致⼒于数据模型和数据库建模⽅法研究，忽视了⾏为设计对结构设计
的影响

7.1.2 数据库设计⽅法  

⼤型数据库设计是涉及多学科的综合性技术，⼜是⼀项庞⼤的⼯程项⽬。

它要求多⽅⾯的知识和技术。主要包括：

计算机的基础知识
软件⼯程的原理和⽅法
程序设计的⽅法和技巧
数据库的基本知识
数据库设计技术
应⽤领域的知识



⼿⼯试凑法

规范设计法

新奥尔良（New Orleans）⽅法
基于 E-R 模型的数据库设计⽅法
3NF（第三范式）的设计⽅法
⾯向对象的数据库设计⽅法
统⼀建模语⾔（UML）⽅法

7.1.3 数据库设计的基本步骤  

数据库设计各个阶段的数据设计描述



7.1.4 数据库设计过程中的各级模式  

7.2 需求分析  



7.2.1 需求分析的任务  

详细调查现实世界要处理的对象（组织、部⻔、企业等）

充分了解原系统（⼿⼯系统或计算机系统）⼯作概况

明确⽤户的各种需求

在此基础上确定新系统的功能

新系统必须充分考虑今后可能的扩充和改变

调查的重点是“数据”和“处理”，获得⽤户对数据库的要求

信息要求

⽤户需要从数据库中获得信息的内容与性质
由信息要求可以导出数据要求，即在数据库中需要存储哪些数据

处理要求

⽤户要完成的处理功能
对处理性能的要求

安全性与完整性要求

确定⽤户最终需求的难点

⽤户缺少计算机知识，不能准确地表达⾃⼰的需求，他们所提出的需求往往不断地变化
设计⼈员缺少⽤户的专业知识，不易理解⽤户的真正需求，甚⾄误解⽤户的需求

解决⽅法

设计⼈员必须不断深⼊地与⽤户进⾏交流，才能逐步确定⽤户的实际需求

7.2.2 需求分析的⽅法  

1. 调查组织机构情况
2. 调查各部⻔的业务活动情况
3. 协助⽤户明确对新系统的各种要求，包括信息要求、处理要求、完全性与完整性要求
4. 确定新系统的边界



7.2.3 数据字典  

数据字典是关于数据库中数据的描述，即元数据，不是数据本身

数据字典在需求分析阶段建⽴，在数据库设计过程中不断修改、充实、完善

数据字典是进⾏详细的数据收集和数据分析所获得的主要结果

数据字典的内容

数据项
数据结构
数据流
数据存储
处理过程

数据项是数据的最⼩组成单位

若⼲个数据项可以组成⼀个数据结构

数据字典通过对数据项和数据结构的定义来描述数据流、数据存储的逻辑内容

1. 数据项  

数据项是不可再分的数据单位

对数据项的描述：数据项描述={数据项名，数据项含义说明，别名，数据类型，⻓度，取值范围，取值含义，
与其他数据项的逻辑关系，数据项之间的联系}

“取值范围”、“与其他数据项的逻辑关系”定义了数据的完整性约束条件，是设计数据检验功能的依据
可以⽤关系规范化理论为指导，⽤数据依赖的概念分析和表示数据项之间的联系

2.数据结构  

数据结构反映了数据之间的组合关系。
⼀个数据结构可以由若⼲个数据项组成，也可以由若⼲个数据结构组成，或由若⼲个数据项和数据结构混合组
成
对数据结构的描述：数据结构描述={数据结构名，含义说明，组成：{数据项或数据结构}}

3. 数据流  

数据流是数据结构在系统内传输的路径

对数据流的描述：数据流描述={数据流名，说明，数据流来源，数据流去向，组成：{数据结构}，平均流量，
⾼峰期流量}

数据流来源：说明该数据流来⾃哪个过程
数据流去向：说明该数据流将到哪个过程去
平均流量：在单位时间（每天、每周、每⽉等）⾥的传输次数
⾼峰期流量：在⾼峰时期的数据流量

4. 数据存储  

数据存储是数据结构停留或保存的地⽅，也是数据流的来源和去向之⼀。

对数据存储的描述：数据存储描述={数据存储名，说明，编号，输⼊的数据流，输出的数据流，组成：{数据
结构}，数据量，存取频度，存取⽅式}



存取频度：每⼩时、每天或每周存取次数，每次存取的数据量等信息 
存取⽅法：批处理 / 联机处理；检索 / 更新；顺序检索 / 随机检索
输⼊的数据流：数据来源
输出的数据流：数据去向

5. 处理过程  

处理过程的具体处理逻辑⼀般⽤判定表或判定树来描述。数据字典中只需要描述处理过程的说明性信息

处理过程说明性信息的描述：处理过程描述={处理过程名，说明，输⼊：{数据流}，输出：{数据流}，处理：
{简要说明}}

简要说明：说明该处理过程的功能及处理要求

功能：该处理过程⽤来做什么
处理要求：处理频度要求，如单位时间⾥处理多少事务，多少数据量、响应时间要求等
处理要求是后⾯物理设计的输⼊及性能评价的标准

7.3 概念结构设计  

7.3.1 概念模型  

将需求分析得到的⽤户需求抽象为信息结构（即概念模型）的过程就是概念结构设计

概念模型的特点：

能真实、充分地反映现实世界，是现实世界的⼀个真实模型
易于理解，从⽽可以⽤它和不熟悉计算机的⽤户交换意⻅
易于更改，当应⽤环境和应⽤要求改变时，容易对概念模型修改和扩充
易于向关系、⽹状、层次等各种数据模型转换

描述概念模型的⼯具：E-R模型

7.3.2 E-R模型  

1. 实体之间的联系  

（1）两个实体型之间的联系  

⼀对⼀联系（ ）：如果对于实体集 A 中的每⼀个实体，实体集 B 中⾄多有⼀个（也可以没有）实体与之
联系，反之亦然，则称实体集 A 与实体集 B 具有⼀对⼀联系，记为
⼀对多联系（ ）：如果对于实体集 A 中的每⼀个实体，实体集 B 中有  个实体（ ）与之联系，反
之，对于实体集 B 中的每⼀个实体，实体集 A 中⾄多只有⼀个实体与之联系，则称实体集 A 与实体集 B 有⼀
对多联系，记为
多对多联系（ ）:如果对于实体集 A 中的每⼀个实体，实体集 B 中有  个实体（ ）与之联系，反
之，对于实体集 B 中的每⼀个实体，实体集 A 中也有  个实体（ ）与之联系，则称实体集 A 与实体
集 B 具有多对多联系，记为



（2）两个以上的实体型之间的联系  

两个以上的实体型之间也存在着⼀对⼀、⼀对多、多对多联系

（3）单个实体型内的联系  

同⼀个实体集内的各实体之间也可以存在⼀对⼀、⼀对多、多对多的联系

2. E-R图  

E-R图提供了表示实体型、属性和联系的⽅法：

实体型：⽤矩形表示，矩形框内写明实体名
属性：⽤椭圆形表示，并⽤⽆向边将其与相应的实体型连接起来
联系：⽤菱形表示，菱形框内写明联系名，并⽤⽆向边分别与有关实体型连接起来，同时在⽆向边旁标上联系
的类型（ 、  或 ）
联系可以具有属性



7.3.3 拓展的E-R模型  

1. ISA联系  

有的实体型是某个实体型的⼦类型，这种⽗类—⼦类联系称为 ISA 联系，表示“is a”语义。⽤△表示
ISA联系的性质: ⼦类继承了⽗类的所有属性，⼦类也可以有⾃⼰的属性

（1）分类属性  

分类属性是⽗实体型的⼀个属性
分类属性的值把⽗实体型中的实体分派到⼦实体型中

（2）不相交约束与可重叠约束  

不相交约束：描述⽗类中的⼀个实体不能同时属于多个⼦类中的实体集。即⼀个⽗类中的实体最多属于⼀个⼦
类实体集
⽤ ISA 联系符号三⻆形内加⼀个叉号“X"来表示
可重叠约束：⽗类中的⼀个实体能同时属于多个⼦类中的实体集。⼦类符号中没有叉号表示是可重叠的

（3）完备性约束  

描述⽗类中的⼀个实体是否必须是某⼀个⼦类中的实体。

如果是，则叫做完全特化（total specialization）
否则叫做部分特化（partial specialization）

完全特化⽤⽗类到⼦类的双线连接来表示

部分特化⽤⽗类到⼦类的单线连接来表示



2. 基数约束  

说明实体型中的任何⼀个实体可以在联系中出现的最少次数和最多次数
对实体之间⼀对⼀、 ⼀对多、多对多联系的细化
约束⽤⼀个数对  表示， 。例如 ，, 其中  代表⽆穷⼤

 的约束叫做强制参与约束，即被施加基数约束的实体型中的每个实体都要参与联系
 的约束叫做⾮强制参与约束，被施加基数约束的实体型中的实体可以出现在联系中，也可以不出现

在联系

3. Part-of 联系  

描述某个实体型是另外⼀个实体型的⼀部分

Part-of 联系可以分为两种情况：

⾮独占的 Part-of 联系，简称⾮独占联系

整体实体如果被破坏，另⼀部分实体仍然可以独⽴存在
独占的 Part-of 联系， 简称独占联系

整体实体如果被破坏，部分实体不能存在
Part-of 联系的表示

⽤⾮强制参与联系表示⾮独占的 Part-of 联系
⽤弱实体类型和识别联系来表示独占联系编号

如果⼀个实体型的存在依赖于其它实体型的存在，则这个实体型叫做弱实体型，否则叫做强实体型

⽤弱实体类型和识别联系来表示独占联系双矩形表示弱实体型，⽤双菱型表示识别联系

7.3.4 概念结构设计  

1. 实体与属性的划分原则  

作为属性，不能再具有需要描述的性质。属性必须是不可分的数据项，不能包含其他属性
属性不能与其他实体具有联系，即E-R图中所表示的联系是实体之间的联系

2. E-R图的集成  

E-R 图的集成⼀般需要分两步

合并。解决各分 E-R 图之间的冲突，将分 E-R 图合并起来⽣成初步 E-R 图
修改和重构。消除不必要的冗余，⽣成基本 E-R 图

（1）合并E-R图，⽣成初步E-R图  

各个局部应⽤所⾯向的问题不同，各个⼦系统的 E-R 图之间必定会存在许多不⼀致的地⽅，称之为冲突

⼦系统 E-R 图之间的冲突主要有三类：

属性冲突

属性域冲突，即属性值的类型、取值范围或取值集合不同
属性取值单位冲突

命名冲突

同名异义，即不同意义的对象在不同的局部应⽤中具有相同的名字



异名同义（⼀义多名），即同⼀意义的对象在不同的局部应⽤中具有不同的名字
结构冲突

同⼀对象在不同应⽤中具有不同的抽象

解决⽅法：把属性变换为实体或把实体变换为属性，使同⼀对象具有相同的抽象。但仍然要遵循实
体与属性的划分原则

同⼀实体在不同⼦系统的 E-R 图中所包含的属性个数和属性排列次序不完全相同

解决⽅法：使该实体的属性取各⼦系统的 E-R 图中属性的并集，再适当调整属性的次序
实体间的联系在不同的 E-R 图中为不同的类型

（2）消除不必要的冗余，设计基本E-R图  

所谓冗余的数据是指可由基本数据导出的数据，冗余的联系是指可由其他联系导出的联系
消除冗余主要采⽤分析⽅法，即以数据字典和数据流图为依据，根据数据字典中关于数据项之间逻辑关系的说
明来消除冗余

7.4 逻辑结构设计  

7.4.1 E-R图向关系模型的转换  

⼀个  联系可以转换为⼀个独⽴的关系模式，也可以与任意⼀端对应的关系模式合并
⼀个  联系可以转换为⼀个独⽴的关系模式，也可以与  端对应的关系模式合并
⼀个  联系转换为⼀个关系模式，与该联系相连的各实体部分的码以及联系本身的属性均转换为关系的
属性，各实体的码组成关系的码或关系码的⼀部分
三个或三个以上实体间的⼀个多元联系转换为⼀个关系模式
具有相同码的关系模式可合并

7.4.2 数据模型的优化  

关系数据模型的优化通常以规范化理论为指导，⽅法为：

确定数据依赖
对于各个关系模式之间的数据依赖进⾏极⼩化处理，消除冗余的联系
按照数据依赖的理论对关系模式进⾏分析，考察是否存在部分函数依赖、传递函数依赖、多值依赖等，确定各
关系模式分别属于第⼏范式
按照需求分析阶段得到的各种应⽤对数据处理的要求，分析对于这样的应⽤环境这些模式是否合适，确定是否
要对它们进⾏合并或分解
对关系模式进⾏必要分解，提⾼数据操作效率和存储空间的利⽤率

7.4.3 设计⽤户⼦模式  

定义数据库模式主要是从系统的时间效率、空间效率、易维护等⻆度出发。

定义⽤户外模式时应该更注重考虑⽤户的习惯与⽅便。包括三个⽅⾯：

使⽤更符合⽤户习惯的别名

合并各分 E-R 图曾做了消除命名冲突的⼯作，以使数据库系统中同⼀关系和属性具有唯⼀的名字。
这在设计数据库整体结构时是⾮常必要的
⽤视图机制可以在设计⽤户视图时可以重新定义某些属性名，使其与⽤户习惯⼀致，以⽅便使⽤

针对不同级别的⽤户定义不同的视图，以保证系统的安全性



简化⽤户对系统的使⽤

如果某些局部应⽤中经常要使⽤某些很复杂的查询，为了⽅便⽤户，可以将这些复杂查询定义为视
图

7.5 数据库的物理设计  
数据库在物理设备上的存储结构与存取⽅法称为数据库的物理结构，它依赖于选定的数据库管理系统

为⼀个给定的逻辑数据模型选取⼀个最适合应⽤要求的物理结构的过程，就是数据库的物理设计

数据库物理设计的步骤

确定数据库的物理结构，在关系数据库中主要指存取⽅法和存储结构
对物理结构进⾏评价，评价的重点是时间和空间效率

若评价结果满⾜原设计要求，则可进⼊到物理实施阶段。否则，就需要重新设计或修改物理结构，有时甚⾄要
返回逻辑设计阶段修改数据模型

7.5.1 数据库物理设计的内容和⽅法  

设计物理数据库结构的准备⼯作

充分了解应⽤环境，详细分析要运⾏的事务，以获得选择物理数据库设计所需参数
充分了解所⽤关系型数据库管理系统的内部特征，特别是系统提供的存取⽅法和存储结构

关系数据库物理设计的内容

为关系模式选择存取⽅法
设计关系、索引等数据库⽂件的物理存储结构

物理数据库设计所需参数

数据库查询事务

查询的关系
查询条件所涉及的属性
连接条件所涉及的属性
查询的投影属性

数据更新事务

被更新的关系
每个关系上的更新操作条件所涉及的属性
修改操作要改变的属性值

每个事务在各关系上运⾏的频率和性能要求

7.5.2 关系模式存取⽅法选择  

数据库系统是多⽤户共享的系统，对同⼀个关系要建⽴多条存取路径才能满⾜多⽤户的多种应⽤要求。

物理结构设计的任务之⼀是根据关系数据库管理系统⽀持的存取⽅法确定选择哪些存取⽅法。

数据库管理系统常⽤存取⽅法

B+ 树索引存取⽅法
Hash 索引存取⽅法
聚簇存取⽅法



1. B+树索引存取⽅法的选择  

选择索引存取⽅法的主要内容：根据应⽤要求确定对哪些属性列建⽴索引、对哪些属性列建⽴组合索引、对哪
些索引要设计为唯⼀索引

选择索引存取⽅法的⼀般规则

如果⼀个（或⼀组）属性经常在查询条件中出现，则考虑在这个（或这组）属性上建⽴索引（或组合索
引）
如果⼀个属性经常作为最⼤值和最⼩值等聚集函数的参数，则考虑在这个属性上建⽴索引
如果⼀个（或⼀组）属性经常在连接操作的连接条件中出现，则考虑在这个（或这组）属性上建⽴索引

关系上定义的索引数过多会带来较多的额外开销（维护、查找索引的开销）

2. Hash索引存取⽅法的选择  

选择 Hash 存取⽅法的规则

如果⼀个关系的属性主要出现在等值连接条件中或主要出现在等值⽐较选择条件中，⽽且满⾜下列两个条件之
⼀

该关系的⼤⼩可预知，⽽且不变
该关系的⼤⼩动态改变，但所选⽤的数据库管理系统提供了动态 Hash 存取⽅法

3. 聚簇存取⽅法的选择  

为了提⾼某个属性（或属性组）的查询速度，把这个或这些属性（称为聚簇码）上具有相同值的元组集中存放
在连续的物理块中称为聚簇。

该属性（或属性组）称为聚簇码（cluster key）

聚簇的⽤途：⼤⼤提⾼按聚簇属性进⾏查询的效率

聚簇既适⽤于单个关系，也适⽤于经常进⾏连接操作的多个关系

把多个连接的元组按连接属性值聚集存放
从⽽实现多个关系的“预连接”，提⾼连接操作的效率

聚簇存储⽅法的选择

选择聚簇存储⽅法，即确定需要建⽴多少个聚簇，每个聚簇中包含哪些关系（⼀个数据库可以建⽴多个
聚簇，⼀个关系只能加⼊⼀个聚簇）

设计候选聚簇

常在⼀起进⾏连接操作的关系可以建⽴组合聚簇
如果⼀个关系的⼀组属性经常出现在相等⽐较条件中，则该单个关系可建⽴聚簇
如果⼀个关系的⼀个（或⼀组）属性上的值重复率很⾼，则此单个关系可建⽴聚簇

检查候选聚簇中的关系，取消其中不必要的关系

从聚簇中删除经常进⾏全表扫描的关系

从聚簇中删除更新操作远多于连接操作的关系

从聚簇中删除重复出现的关系

当⼀个关系同时加⼊多个聚簇时，必须从这多个聚簇⽅案（包括不建⽴聚簇）中选择⼀个较优
的，即在这个聚簇上运⾏各种事务的总代价最⼩。

聚簇的局限性

聚簇只能提⾼某些特定应⽤的性能



建⽴与维护聚簇的开销相当⼤

对已有关系建⽴聚簇，将导致关系中元组的物理存储位置移动，并使此关系上原有的所有索引⽆
效，必须重建
当⼀个元组的聚簇码改变时，该元组的存储位置也要做相应改变

当通过聚簇码进⾏访问或连接是该关系的主要应⽤，与聚簇码⽆关的其他访问很少或者是次要的时，可
以使⽤聚簇

尤其当 SQL 语句中包含有与聚簇码有关的 ORDER BY， GROUP BY， UNION， DISTINCT  等⼦句
或短语时，使⽤聚簇特别有利，可以省去或减化对结果集的排序操作

7.5.3 确定数据库的存储结构  

确定数据库物理结构主要指确定数据的存放位置和存储结构，包括：确定关系、索引、聚簇、⽇志、备份等的
存储安排和存储结构，确定系统配置等

影响数据存放位置和存储结构的因素

硬件环境

应⽤需求

存取时间
存储空间利⽤率
维护代价

7.5.4 评价物理结构  

对数据库物理设计过程中产⽣的多种⽅案进⾏评价，从中选择⼀个较优的⽅案作为数据库的物理结构。

评价⽅法

定量估算各种⽅案

存储空间
存取时间
维护代价

对估算结果进⾏权衡、⽐较，选择出⼀个较优的合理的物理结构

7.6 数据库的实施和维护  

7.6.1 数据的载⼊和应⽤程序的调试  

数据库结构建⽴好后，就可以向数据库中装载数据了。组织数据⼊库是数据库实施阶段最主要的⼯作

数据装载⽅法

⼈⼯⽅法
计算机辅助数据⼊库

数据库应⽤程序的设计应该与数据设计并⾏进⾏

在组织数据⼊库的同时还要调试应⽤程序 



7.6.2 数据库的试运⾏  

应⽤程序调试完成，并且已有⼀⼩部分数据⼊库后，就可以开始对数据库系统进⾏联合调试，也称数据库的试
运⾏

主要⼯作包括：

功能测试：实际运⾏应⽤程序，执⾏对数据库的各种操作，测试应⽤程序的各种功能
性能测试：测量系统的性能指标，分析是否符合设计⽬标

数据库性能指标的测量

数据库物理设计阶段在评价数据库结构估算时间、空间指标时，作了许多简化和假设，忽略了许多次要
因素，因此结果必然很粗糙
数据库试运⾏则是要实际测量系统的各种性能指标（不仅是时间、空间指标），如果结果不符合设计⽬
标，则需要返回物理设计阶段，调整物理结构，修改参数；有时甚⾄需要返回逻辑设计阶段，调整逻辑
结构

数据库的试运⾏的注意事项：

数据的分期⼊库

重新设计物理结构甚⾄逻辑结构，会导致数据重新⼊库

由于数据⼊库⼯作量实在太⼤，所以可以采⽤分期输⼊数据的⽅法

先输⼊⼩批量数据供先期联合调试使⽤
待试运⾏基本合格后再输⼊⼤批量数据
逐步增加数据量，逐步完成运⾏评价

数据库的转储和恢复

在数据库试运⾏阶段，系统还不稳定，硬、软件故障随时都可能发⽣
系统的操作⼈员对新系统还不熟悉，误操作也不可避免
因此必须做好数据库的转储和恢复⼯作，尽量减少对数据库的破坏

7.6.3 数据库的运⾏和维护  

在数据库运⾏阶段，对数据库经常性的维护⼯作主要是由数据库管理员完成的，包括：

数据库的转储和恢复
数据库的安全性、完整性控制
数据库性能的监督、分析和改进
数据库的重组织与重构造

1. 数据库的转储和恢复  

数据库管理员要针对不同的应⽤要求制定不同的转储计划，定期对数据库和⽇志⽂件进⾏备份
⼀旦发⽣故障，即利⽤数据库备份及⽇志⽂件备份，尽快将数据库恢复到某种⼀致性状态。并尽可能减少对数
据库的破坏

2. 数据库的安全性、完整性控制  

初始定义

数据库管理员根据⽤户的实际需要授予不同的操作权限
根据应⽤环境定义不同的完整性约束条件

修改定义



当应⽤环境发⽣变化，对安全性的要求也会发⽣变化，数据库管理员需要根据实际情况修改原有的安全
性控制
由于应⽤环境发⽣变化，数据库的完整性约束条件也会变化，也需要数据库管理员不断修正，以满⾜⽤
户要求

3. 数据库性能的监督、分析和改进  

在数据库运⾏过程中，数据库管理员必须监督系统运⾏，对监测数据进⾏分析，找出改进系统性能的⽅法

利⽤监测⼯具获取系统运⾏过程中⼀系列性能参数的值
通过仔细分析这些数据，判断当前系统是否处于最佳运⾏状态
如果不是，则需要调整参数或对数据库进⾏重组织或重构造

4. 数据库的重组织与重构造  

为什么要重组织数据库

数据库运⾏⼀段时间后，由于记录的不断增、删、改，会使数据库的物理存储变坏，从⽽降低数据库存储空间
的利⽤率和数据的存取效率，使数据库的性能下降

重组织的形式

全部重组织

部分重组织

只对频繁增、删的表进⾏重组织

重组织的⽬标

提⾼系统性能

重组织的⼯作

按原设计要求

重新安排存储位置
回收垃圾
减少指针链

数据库的重组织不会改变原设计的数据逻辑结构和物理结构

数据库管理系统⼀般都提供了供重组织数据库使⽤的实⽤程序，帮助数据库管理员重新组织数据库

为什么要进⾏数据库的重构造

数据库应⽤环境发⽣变化，会导致实体及实体间的联系也发⽣相应的变化，使原有的数据库设计不能很好地满
⾜新的需求

增加新的应⽤或新的实体
取消某些已有应⽤
改变某些已有应⽤

重构造的主要⼯作

根据新环境调整数据库的模式和内模式

增加或删除某些数据项
改变数据项的类型



增加或删除某个表
改变数据库的容量
增加或删除某些索引

重构造数据库的程度是有限的

若应⽤变化太⼤，已⽆法通过重构数据库来满⾜新的需求，或重构数据库的代价太⼤，则表明现有数据库应⽤
系统的⽣命周期已经结束，应该重新设计新的数据库应⽤系统了
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